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Лістинг

/\*\*

\* Interface for creating an iterator object

\*/

**package** com.lab111.labwork5;

/\*\*

\* **@author** TRudenko

\* **@version** 5.2

\*/

**public** **interface** Aggregate {

/\*\*

\* Creates an iterator

\*/

**public** Iterator CreateIterator();

/\*\*

\* Creates an iterator with a filter by length

\*/

**public** Iterator CreateIterator2();

/\*\*

\* Creates an iterator with a filter by the first letter

\*/

**public** Iterator CreateIterator3();

}

/\*\*

\* Class that describes a concrete aggregate and implements the Aggregate inteface

\*/

**package** com.lab111.labwork5;

/\*\*

\* **@author** TRudenko

\* **@version** 5.2

\*/

**public** **class** ConcreteAggregate **implements** Aggregate {

/\*\*

\* A link to the first element

\*/

**public** Text firstEl;

/\*\*

\* A link to the current element

\*/

**public** Text currentEl;

/\*\*

\* Adds a new element to a list

\* **@param** t value of a new element

\*/

**public** **void** add(String t){

**if**(firstEl == **null**){

firstEl = **new** Text();

firstEl.setT(t);

}

**else**{

currentEl = firstEl;

**while**(currentEl.getNext() != **null**)

currentEl = currentEl.getNext();

Text n = **new** Text();

currentEl.setNext(n);

n.setPrev(currentEl);

n.setT(t);

}

}

/\*\*

\* Creates an iterator

\*/

@Override

**public** Iterator CreateIterator() {

**return** **new** ConcreteIterator(**this**);

}

/\*\*

\* Creates an iterator with a filter by length

\*/

@Override

**public** Iterator CreateIterator2() {

**return** **new** ConcreteIterator2(**this**);

}

/\*\*

\* Creates an iterator with a filter by the first letter

\*/

@Override

**public** Iterator CreateIterator3() {

**return** **new** ConcreteIterator3(**this**);

}

}

/\*\*

\* Class that describes a concrete iterator and implements the Iterator interface

\*/

**package** com.lab111.labwork5;

/\*\*

\* **@author** TRudenko

\* **@version** 5.2

\*/

**public** **class** ConcreteIterator **implements** Iterator {

/\*\*

\* A link to an aggregate

\*/

**public** ConcreteAggregate cA;

/\*\*

\* A link to a current element

\*/

**public** Text current;

/\*\*

\* A constructor

\* **@param** agg Aggregate

\*/

**public** ConcreteIterator(ConcreteAggregate agg){

cA = agg;

current = cA.firstEl;

}

@Override

**public** **void** First() {

current = cA.firstEl;

}

@Override

**public** **void** Next() {

**if**(current.getNext() != **null**)

current = current.getNext();

}

@Override

**public** **boolean** isDone() {

**return** current.getNext() == **null**;

}

**public** String CurrentItem() {

**return** current.getT();

}

}

/\*\*

\* Class that describes a concrete iterator with a filter by length and implements the Iterator interface

\*/

**package** com.lab111.labwork5;

/\*\*

\* **@author** TRudenko

\* **@version** 5.2

\*/

**public** **class** ConcreteIterator2 **implements** Iterator {

/\*\*

\* A link to an aggregate

\*/

**public** ConcreteAggregate cA;

/\*\*

\* A link to a current element

\*/

**public** Text current;

/\*\*

\* Length of a string by which a list is filtered

\*/

**public** **int** length;

/\*\*

\* Sets the length

\*/

**public** **void** setLength(**int** l){

**this**.length = l;

}

/\*\*

\* A constructor

\* **@param** agg Aggregate

\*/

**public** ConcreteIterator2(ConcreteAggregate agg){

cA = agg;

current = cA.firstEl;

}

@Override

**public** **void** First() {

current = cA.firstEl;

**if** (current.getT().length() != length && current.getNext() != **null**) {

**do**

current = current.getNext();

**while** (current.getT().length() != length && current.getNext() != **null**);

}

}

@Override

**public** **void** Next() {

**do**

current = current.getNext();

**while** (current.getT().length() != length && current.getNext() != **null**);

}

@Override

**public** **boolean** isDone() {

**return** current.getNext() == **null**;

}

@Override

**public** String CurrentItem() {

**return** current.getT();

}

}

/\*\*

\* Class that describes a concrete iterator with a filter by the first letter and implements the Iterator interface

\*/

**package** com.lab111.labwork5;

/\*\*

\* **@author** TRudenko

\* **@version** 5.2

\*/

**public** **class** ConcreteIterator3 **implements** Iterator {

/\*\*

\* A link to an aggregate

\*/

**public** ConcreteAggregate cA;

/\*\*

\* A link to a current element

\*/

**public** Text current;

/\*\*

\* Length of a string by which a list is filtered

\*/

**public** **char** letter;

/\*\*

\* Sets the length

\*/

**public** **void** setLetter(**char** l){

**this**.letter = l;

}

/\*\*

\* A constructor

\* **@param** agg Aggregate

\*/

**public** ConcreteIterator3(ConcreteAggregate agg){

cA = agg;

current = cA.firstEl;

}

@Override

**public** **void** First() {

current = cA.firstEl;

**if** (current.getT().charAt(0) != letter && current.getNext() != **null**) {

**do**

current = current.getNext();

**while** (current.getT().charAt(0) != letter && current.getNext() != **null**);

}

}

@Override

**public** **void** Next() {

**do**

current = current.getNext();

**while** (current.getT().charAt(0) != letter && current.getNext() != **null**);

}

@Override

**public** **boolean** isDone() {

**return** current.getNext() == **null**;

}

@Override

**public** String CurrentItem() {

**return** current.getT();

}

}

/\*\*

\* Interface for getting access to the elements and looking over them

\*/

**package** com.lab111.labwork5;

/\*\*

\* **@author** TRudenko

\* **@version** 5.2

\*/

**public** **interface** Iterator {

/\*\*

\* Sets an iterator on the first element

\*/

**public** **void** First();

/\*\*

\* Sets an iterator on the next element

\*/

**public** **void** Next();

/\*\*

\* Checks if the end of the list was reached

\*/

**public** **boolean** isDone();

/\*\*

\* Returns the value of the current element

\*/

**public** String CurrentItem();

}

/\*\*

\* A class that describes an element of the list

\*/

**package** com.lab111.labwork5;

/\*\*

\* **@author** TRudenko

\* **@version** 5.2

\*/

**public** **class** Text {

/\*\*

\* A value of the element

\*/

**private** String t;

/\*\*

\* Next element in a list

\*/

**private** Text next;

/\*\*

\* Previous element in a list

\*/

**private** Text prev;

/\*\*

\* Returns a value of the element

\*/

**public** String getT(){

**return** t;

}

/\*\*

\* Returns the next element in a list

\*/

**public** Text getNext(){

**return** next;

}

/\*\*

\* Returns the previous element in a list

\*/

**public** Text getPrev(){

**return** prev;

}

/\*\*

\* Sets the value of an element

\*/

**public** **void** setT(String s){

**this**.t = s;

}

/\*\*

\* Sets the next element

\*/

**public** **void** setNext(Text text){

**this**.next = text;

}

/\*\*

\* Sets the previous element

\*/

**public** **void** setPrev(Text text){

**this**.prev = text;

}

}

/\*\*

\* Main class that represents the work of the Iterator design pattern

\*/

**package** com.lab111.labwork5;

/\*\*

\* **@author** TRudenko

\* **@version** 5.2

\*/

**public** **class** Lab5 {

**public** **static** **void** main(String [] args){

/\*\*

\* A new aggregate is created

\*/

ConcreteAggregate list = **new** ConcreteAggregate();

/\*\*

\* Filling the list

\*/

list.add("cthulhu");

list.add("dagon");

list.add("shub-niggurath");

list.add("nyarlathotep");

list.add("azathoth");

list.add("shoggoth");

list.add("hasthur");

list.add("nodens");

list.add("shantak");

/\*\*

\* Creating of a simple iterator, looking over some elements

\* and printing the value of the last reached element

\*/

ConcreteIterator iter = **new** ConcreteIterator(list);

iter.First();

iter.Next();

iter.Next();

iter.Next();

iter.Next();

System.*out*.println("One of the elements of a list: " + iter.CurrentItem());

/\*\*

\* Creating of an iterator with a filter by string length, looking over some elements

\* and printing the value of the last reached element

\*/

ConcreteIterator2 iter2 = **new** ConcreteIterator2(list);

iter2.setLength(7);

iter2.First();

iter2.Next();

System.*out*.println("One of the elements of a list filtered by string length: " + iter2.CurrentItem());

/\*\*

\* Creating of an iterator with a filter by the first letter, looking over some elements

\* and printing the value of the last reached element

\*/

ConcreteIterator3 iter3 = **new** ConcreteIterator3(list);

iter3.setLetter('s');

iter3.First();

System.*out*.println("One of the elements of a list filtered by the first letter: " + iter3.CurrentItem());

}![](data:image/png;base64,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)

}